Dihedral Angle in Python

By Prof. Walter F. de Azevedo Jr.
This tutorial presents the equation for the dihedral angle and describes its implementation in the Python programming language.

A dihedral angle is defined by four non-collinear points, as shown in the figure here. Points \( P_1, P_2, \) and \( P_3 \) define the plane \( P_1P_2P_3 \), points \( P_2, P_3, \) and \( P_4 \) define a second plane, referred to as \( P_2P_3P_4 \). The angle between these two planes is referred to as dihedral angle \( \theta \).
To determine the dihedral angle $\theta$, we need to consider the three vectors connecting four points $P_1$, $P_2$, $P_3$, and $P_4$, named here as vectors $\mathbf{q}_1$, $\mathbf{q}_2$, and $\mathbf{q}_3$. **Boldface** is used to indicate vectors. The cross product of $\mathbf{q}_1$ and $\mathbf{q}_2$ ($\mathbf{q}_1 \times \mathbf{q}_2$) defines a vector perpendicular to the plane $P_1P_2P_3$, and the cross product $\mathbf{q}_2 \times \mathbf{q}_3$ defines a vector normal to the plane $P_2P_3P_4$. In the figure shown here, we clearly see that the angle between $\mathbf{q}_1 \times \mathbf{q}_2$ and $\mathbf{q}_2 \times \mathbf{q}_3$ is also $\theta$. Therefore, we just have to determine the angle between $\mathbf{n}_1$ and $\mathbf{n}_2$, which are the unit vectors along $\mathbf{q}_1 \times \mathbf{q}_2$ and $\mathbf{q}_2 \times \mathbf{q}_3$, respectively. Below we have equations used to calculate the unit vectors $\mathbf{n}_1$ and $\mathbf{n}_2$,

$$\mathbf{n}_1 = \frac{\mathbf{q}_1 \times \mathbf{q}_2}{|\mathbf{q}_1 \times \mathbf{q}_2|} \quad \mathbf{n}_2 = \frac{\mathbf{q}_2 \times \mathbf{q}_3}{|\mathbf{q}_2 \times \mathbf{q}_3|}$$

**Boldface** is used to indicate vectors.
In addition, we define orthogonal unit vectors $u_1$, $u_2$, and $u_3$ as follows:

\[
\begin{align*}
    u_1 &= n_2 \\
    u_3 &= \frac{q_2}{|q_2|} \\
    u_2 &= u_3 \times u_1
\end{align*}
\]
The cosine and sine are given by:

\[
\cos \theta = n_1 \cdot u_1 \\
\sin \theta = n_1 \cdot u_2
\]

Then, dihedral angle \( \theta \) is as follows,

\[
\theta = -a \tan 2 \left( \frac{n_1 \cdot u_2}{n_1 \cdot u_1} \right)
\]

You have to use \textit{atan2} function, which is available in Python (https://docs.python.org/3/library/math.html), to determine the dihedral angle \( \theta \).
In summary, to calculate the dihedral angle $\theta$ for a system with four points, as shown in the figure here, we have to follow the steps shown below.

1) Calculate vectors $\mathbf{q}_1$, $\mathbf{q}_2$, and $\mathbf{q}_3$ as follows:

$$
\mathbf{q}_1 = (x_2 - x_1)\mathbf{i} + (y_2 - y_1)\mathbf{j} + (z_2 - z_1)\mathbf{k}
$$

$$
\mathbf{q}_2 = (x_3 - x_2)\mathbf{i} + (y_3 - y_2)\mathbf{j} + (z_3 - z_2)\mathbf{k}
$$

$$
\mathbf{q}_3 = (x_4 - x_3)\mathbf{i} + (y_4 - y_3)\mathbf{j} + (z_4 - z_3)\mathbf{k}
$$

where $\mathbf{i}$, $\mathbf{j}$, and $\mathbf{k}$ are orthogonal unit vectors along $x$, $y$, and $z$ axes, respectively. We consider an orthogonal coordinate system.

2) Calculate cross vectors $\mathbf{q}_1 \times \mathbf{q}_2$ and $\mathbf{q}_2 \times \mathbf{q}_3$. 

$$
\mathbf{q}_1 \times \mathbf{q}_2 \\
\mathbf{q}_2 \times \mathbf{q}_3
$$
3) Calculate vectors $n_1$ and $n_2$ normal to planes defined by points $P_1$, $P_2$, $P_3$, and $P_4$, as follows:

$$n_1 = \frac{q_1 \times q_2}{|q_1 \times q_2|} \quad n_2 = \frac{q_2 \times q_3}{|q_2 \times q_3|}$$

4) Calculate orthogonal unit vectors, as indicated below:

$$u_1 = n_2$$
$$u_3 = \frac{q_2}{|q_2|}$$
$$u_2 = u_3 \times u_1$$

5) Calculate dihedral angle $\theta$, as indicated here:

$$\cos \theta = \frac{n_1 \cdot u_1}{|n_1|}$$
$$\sin \theta = \frac{n_1 \cdot u_2}{|n_1|}$$

$$\theta = -\arctan \left( \frac{2(n_1 \cdot u_2)}{n_1 \cdot u_1} \right)$$
The algorithm to calculate the dihedral angle is as follows:

Read point coordinates
Calculate vector $q_1$, $q_2$, and $q_3$
Calculate cross vector $q_1 \times q_2$ and $q_2 \times q_3$
Calculate normal vectors $n_1$ and $n_2$
Calculate orthogonal unit vectors
Calculate $\sin(\theta)$ and $\cos(\theta)$
Calculate $\text{atan2}(\sin(\theta), \cos(\theta))$
Show results
Example. Calculate the dihedral angle \( \theta \) between the planes defined by the points \( P_1, P_2, P_3 \) and \( P_4 \), using the coordinates indicated below.

\[
\begin{align*}
\mathbf{p}_1 &= 8.326 \mathbf{i} + 10.351 \mathbf{j} + 0.000 \mathbf{k} \\
\mathbf{p}_2 &= 9.000 \mathbf{i} + 9.000 \mathbf{j} + 0.000 \mathbf{k} \\
\mathbf{p}_3 &= 10.325 \mathbf{i} + 9.000 \mathbf{j} + 0.000 \mathbf{k} \\
\mathbf{p}_4 &= 11.096 \mathbf{i} + 7.766 \mathbf{j} + 0.000 \mathbf{k}
\end{align*}
\]

We could think that each coordinate is an atomic coordinate, as the ones available in a file following the Protein Data Bank format (Berman, Westbrook, Feng et al. 2000; Berman, Battistuz, Bhat et al. 2002; Westbrook et al., 2003).
Answer

Step 1: Here we calculate the vectors $q_1$, $q_2$, and $q_3$.

$q_1 = (x_2 - x_1)i + (y_2 - y_1)j + (z_2 - z_1)k = (0.674)i + (-1.351)j = 0.674i - 1.351j$

$q_2 = (x_3 - x_2)i + (y_3 - y_2)j + (z_3 - z_2)k = (1.351)i + (0)j = 1.351i$

$q_3 = (x_4 - x_3)i + (y_4 - y_3)j + (z_4 - z_3)k = (0.771)i + (-1.234)j = 0.771i - 1.234j$
Step 2: Now we calculate the cross vectors, as follows:

\[ \mathbf{q}_1 \times \mathbf{q}_2 = (0.674\mathbf{i} - 1.351\mathbf{j}) \times (1.351\mathbf{i}) = 1.8252\mathbf{k} \]

\[ \mathbf{q}_2 \times \mathbf{q}_3 = (1.351\mathbf{i}) \times (0.771\mathbf{i} - 1.234\mathbf{j}) = -1.6671\mathbf{k} \]

Step 3: Here we calculate the normal vectors:

\[ \mathbf{n}_1 = \frac{\mathbf{q}_1 \times \mathbf{q}_2}{|\mathbf{q}_1 \times \mathbf{q}_2|} = \frac{1.8252\mathbf{k}}{1.8252} = \mathbf{k} \]

\[ \mathbf{n}_2 = \frac{\mathbf{q}_2 \times \mathbf{q}_3}{|\mathbf{q}_2 \times \mathbf{q}_3|} = \frac{-1.6671\mathbf{k}}{1.6671} = -\mathbf{k} \]
**Step 4:** Calculate unit vectors:

\[ \mathbf{u}_1 = \mathbf{n}_2 = -\mathbf{k} \]
\[ \mathbf{u}_3 = \frac{\mathbf{q}_2}{|\mathbf{q}_2|} = \frac{1.351\mathbf{i}}{1.351} = \mathbf{i} \]
\[ \mathbf{u}_2 = \mathbf{u}_3 \times \mathbf{u}_1 = \mathbf{i} \times (-\mathbf{k}) = \mathbf{j} \]

**Step 5:** Finally, the dihedral angle

\[ \cos \theta = \mathbf{n}_1 \cdot \mathbf{u}_1 = \mathbf{k} \cdot (-\mathbf{k}) = -1 \]
\[ \sin \theta = \mathbf{n}_1 \cdot \mathbf{u}_2 = \mathbf{k} \cdot \mathbf{j} = 1 \]

\[ \theta = -\alpha \tan^{-1} \left( \frac{1}{-1} \right) = -180^\circ \]
Abstract
Program to calculate the dihedral angle in degrees for a system with four points \((P_1, P_2, P_3, P_4)\). The dihedral angle is between two planes, the first defined by the points \(P_1, P_2\) and \(P_3\) and the second plane by the points \(P_2, P_3\) and \(P_4\). The results are shown on screen.
In the main program we call the following functions: `initial_vectors()`, `calc_q_vectors(p1,p2,p3,p4)`, `calc_cross_vectors(q1,q2,q3)`, `calc_normals(q1_x_q2,q2_x_q3)`, `calc_orthogonal_unit_vectors(n2,q2)`, and `calc_dihedral_angle(n1,u1,u2,u3)`.

```python
def main():
    # Call initial_vectors() functions
    p1, p2, p3, p4 = initial_vectors()
    # Call calc_q_vectors(p1,p2,p3,p4) function
    q1, q2, q3 = calc_q_vectors(p1,p2,p3,p4)
    # Call calc_cross_vectors(q1,q2,q3) function
    q1_x_q2, q2_x_q3 = calc_cross_vectors(q1,q2,q3)
    # Call calc_normals(q1_x_q2,q2_x_q3) function
    n1, n2 = calc_normals(q1_x_q2,q2_x_q3)
    # Call calc_orthogonal_unit_vectors(n2,q2) function
    u1, u2, u3 = calc_orthogonal_unit_vectors(n2,q2)
    # Call calc_dihedral_angle(u1,u2,u3) function
    calc_dihedral_angle(u1,u2,u3)
main()
```
In this function, we define the coordinates for four points and return them to the main program. We use *NumPy* (Bressert, 2013; Idris, 2012) arrays for the coordinates.

```python
def initial_vectors():
    """Function to set up initial vectors""
    import numpy as np

    # Set initial values for arrays
    p1 = np.zeros(3)
    p2 = np.zeros(3)
    p3 = np.zeros(3)
    p4 = np.zeros(3)

    # Set initial coordinates (http://www.stem2.org/je/proteina.pdf)
    p1[:] = [8.326, 10.351, 0.000]
    p2[:] = [9.000, 9.000, 0.000]
    p3[:] = [10.325, 9.000, 0.000]
    p4[:] = [11.096, 7.766, 0.000]

    return p1, p2, p3, p4
```


def initial_vectors():
    """Function to set up initial vectors""
    import numpy as np

    # Set initial values for arrays
    p1 = np.zeros(3)
p2 = np.zeros(3)
p3 = np.zeros(3)
p4 = np.zeros(3)

    # Set initial coordinates (http://www.stem2.org/je/proteina.pdf)
p1[:] = [8.326, 10.351, 0.000]
p2[:] = [9.000, 9.000, 0.000]
p3[:] = [10.325, 9.000, 0.000]
p4[:] = [11.096, 7.766, 0.000]

    return p1,p2,p3,p4
This function calculates \( q \) vectors and returns them. We use the `.subtract` from NumPy library for each pair the vectors, as shown below.

```python
def calc_q_vectors(p1,p2,p3,p4):
    """Function to calculate q vectors""
    import numpy as np

    # Calculate coordinates for vectors q1, q2 and q3
    q1 = np.subtract(p2,p1) # b - a
    q2 = np.subtract(p3,p2) # c - b
    q3 = np.subtract(p4,p3) # d - c

    return q1,q2,q3
```
Here we calculate the cross vectors \((q_1 \times q_2)\) and \((q_2 \times q_3)\), using \(\text{.cross}\) from \(\text{NumPy}\) library, as shown below.

```python
def calc_cross_vectors(q1, q2, q3):
    """Function to calculate cross vectors""
    import numpy as np

    # Calculate cross vectors
    q1_x_q2 = np.cross(q1, q2)
    q2_x_q3 = np.cross(q2, q3)

    return q1_x_q2, q2_x_q3
```
Now we calculate normal vectors to planes, using `dot` and `sqrt` from `NumPy` library, as shown below.

```python
def calc_normals(q1_x_q2, q2_x_q3):
    """Function to calculate normal vectors to planes""
    import numpy as np

    # Calculate normal vectors
    n1 = q1_x_q2 / np.sqrt(np.dot(q1_x_q2, q1_x_q2))
    n2 = q2_x_q3 / np.sqrt(np.dot(q2_x_q3, q2_x_q3))

    return n1, n2
```
This function calculates orthogonal unit vectors, using `cross`, `dot`, and `sqrt` from NumPy library, as shown below.

```python
def calc_orthogonal_unit_vectors(n2,q2):
    """Function to calculate orthogonal unit vectors""

    import numpy as np

    # Calculate unit vectors
    u1 = n2
    u3 = q2/(np.sqrt(np.dot(q2,q2)))
    u2 = np.cross(u3,u1)

    return u1,u2,u3
```
Finally, we calculate the dihedral angle using `atan2` from `math` library and the `.degree` and `.dot` from `NumPy` library, as shown below.

```python
def calc_dihedral_angle(n1,u1,u2,u3):
    """Function to calculate dihedral angle""
    import numpy as np
    import math

    # Calculate cosine and sine
    cos_theta = np.dot(n1,u1)
    sin_theta = np.dot(n1,u2)

    # Calculate theta
    theta = -math.atan2(sin_theta,cos_theta)  # it is different from Fortran math.atan2(y,x)
    theta_deg = np.degrees(theta)

    # Show results
    print("theta (rad) = %8.3f"%theta)
    print("theta (deg) = %8.3f"%theta_deg)
```
To run `dihedral_angle.py`, type `python dihedral_angle.py`, as shown below.

```
C:\Users\Walter>python dihedral_angle.py
theta (rad) = -3.142
theta (deg) = -180.0
C:\Users\Walter>
```
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